AIM:-

Assignment 11

For a BST perform the following operations:

1. Search

2. Level-wise Display

3.Delete

OBJECTIVE:-

Searching for a specific element in Binary Search Tree and to display each node level-wise and to delete a specific node from the BST.

Theory:-

To search a given key in Binary Search Tree, we first compare it with root, if the key is present at root, we return root. If key is greater than root’s key, we recur for right subtree of root node. Otherwise we recur for left subtree.

If the node doesn’t have children then just delete the reference for this node from its parent and recycle the memory.

There are 3 cases for deletion.

Sourcecode :-

3#include<iostream>

#include<stdlib.h>

using namespace std;

typedef struct BST

{

int data;

struct BST \*left, \*right;

}\*node;

int height(node root)

{

int l = root->left ? height(root->left) : 0;

int r = root->right ? height(root->right) : 0;

if(l>r)

return (1 + l);

else

return (1 + r);

}

node accept(int data)

{

node root;

root=new(struct BST);

root->data=data;

root->left=NULL;

root->right=NULL;

return (root);

}

node create(node root,int data)

{

if (root == NULL)

return accept(data);

if (data < root->data)

root->left = create(root->left, data);

else if (data > root->data)

root->right = create(root->right, data);

return root;

}

node search(node root,int num)

{

if (root == NULL || root->data == num)

return root;

if (root->data < num)

return search(root->right, num);

return search(root->left, num);

}

void printGivenLevel(node root, int level)

{

if (root == NULL)

return;

if (level == 1)

cout<<root->data<<" ";

else if (level > 1)

{

printGivenLevel(root->left, level-1);

printGivenLevel(root->right, level-1);

}

}

void printLevelOrder(node root)

{

int i,h=height(root);

for (i=1; i<=h; i++)

{

printGivenLevel(root, i);

cout<<"\n";

}

}

node minValueNode(node root)

{

node current = root;

while (current && current->left != NULL)

current = current->left;

return current;

}

node deleteNode(node root, int num1)

{

if (root == NULL)

return root;

if (num1 < root->data)

root->left = deleteNode(root->left, num1);

else if (num1 > root->data)

root->right = deleteNode(root->right, num1);

else

{

if (root->left == NULL)

{

node temp = root->right;

free(root);

return temp;

}

else if (root->right == NULL)

{

node temp = root->left;

free(root);

return temp;

}

node temp = minValueNode(root->right);

root->data = temp->data;

root->right = deleteNode(root->right, temp->data);

}

return root;

}

int main()

{

int num,num1;

node root = NULL;

root = create(root, 50);

create(root, 30);

create(root, 20);

create(root, 40);

create(root, 70);

create(root, 60);

create(root, 80);

printLevelOrder(root);

cout<<"Enter the element you want to search in the binary search tree\n";

cin>>num;

node a=NULL;

a=search(root,num);

if(a!=NULL)

cout<<"The element is found\n";

else

cout<<"The element was not found\n";

printLevelOrder(root);

cout<<"Enter the data you want to delete\n";

cin>>num1;

root=deleteNode(root,num1);

printLevelOrder(root);

return 0;

}

Output:-
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Process exited after 24.02 seconds with return value 0

Press any key to continue . . .
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Conclusion:-

Developed a program for a BST to perform the following operations:

1. Search

2. Level-wise Display

3.Delete

Using linked list.